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**Problem 01: Traveling Salesman Problem**

Solution:

**TAG:** Dynamic programming, Implementation

**COMPLEXITY:**  O(N!), where N is the number of cities.

* The time complexity of the TSP algorithm dominates the overall complexity. The worst-case time complexity is O(n!) due to the exhaustive search of all possible permutations.
* The space complexity is O(n^2) for the graph and O(n) for the visited and path arrays.

To solve the problem, we can use backtracking. We start by generating all possible permutations of the cities and calculate the cost of each permutation. We then select the permutation with the minimum cost. The time complexity of this approach is O(n!), where n is the number of cities. However, this approach is not practical for large values of n.

**Source Code:**

#include <bits/stdc++.h>

using namespace std;

#define MAX 100

#define INF 1e9

int n, e, graph[MAX][MAX], path[MAX];

bool visited[MAX];

// Function to find the minimum cost using backtracking

void tsp(int curr\_pos, int count, int cost, int& ans) {

// Reached all cities, update the minimum cost and path

if (count == n && graph[curr\_pos][0]) {

ans = min(ans, cost + graph[curr\_pos][0]);

return;

}

for (int i = 0; i < n; i++) {

if (!visited[i] && graph[curr\_pos][i]) {

visited[i] = true;

path[count] = i;

tsp(i, count + 1, cost + graph[curr\_pos][i], ans);

visited[i] = false;

}

}

}

int main() {

cin >> n >> e;

memset(graph, INF, sizeof(graph));

memset(visited, false, sizeof(visited));

// Input the roads and their costs

for (int i = 0; i < e; i++) {

int u, v, w;

cin >> u >> v >> w;

graph[u][v] = w;

graph[v][u] = w;

}

visited[0] = true;

path[0] = 0;

int ans = INF;

tsp(0, 1, 0, ans);

cout << "Minimum cost: " << ans << endl;

cout << "Path: ";

for (int i = 0; i < n; i++) {

cout << path[i] << " ";

}

cout << path[0] << " ";

cout << endl;

return 0;

}

**Output:**
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**Applications:**

The TSP has several applications even in its purest formulation, such as planning, logistics, the manufacture of microchips, DNA Sequencing etc. It also helps to find the most efficient route for data to travel between various nodes.

**Problem 02: Hamiltonian Cycle**

Solution:

**TAG:** Graph

**COMPLEXITY:**  *O*(*V*!), where *V* is the number of vertices.

* Time Complexity: The worst-case time complexity is *O*(*V*!), where *V* is the number of vertices. This is because, in the worst case, the algorithm may need to consider all permutations of the vertices
* Space Complexity: The space complexity is *O*(*V*) for the “visited” and “path” vectors. Where *V* is the number of vertices in the graph.

To solve the problem, we can use the backtracking approach. We start with an empty path array and add vertex 0 to it. Add other vertices, starting from the vertex 1. Before adding a vertex, check for whether it is adjacent to the previously added vertex and not already added. If we find such a vertex, we add the vertex as part of the solution. If we do not find a vertex then we return false.

**Source Code:**

#include <bits/stdc++.h>

using namespace std;

bool hamiltonianCycle(vector<vector<int>>& adj, vector<bool> visited, vector<int>& path, int v,int V)

{

if (path.size() == V)

return true;

for (auto adjnode : adj[v])

{ //check adjnodes are already visited or not

if (visited[adjnode] == 0)

{

visited[adjnode] = 1;

path.push\_back(adjnode);

//recursive call

if (hamiltonianCycle(adj, visited, path, adjnode,V))

return true;

//backtrack

visited[adjnode] = 0;

path.pop\_back();

}

}

return false;

}

int main()

{

int V,E;

cin>>V>>E;

vector<vector<int>> adj(V+1,vector<int>(V+1,0));

//adj list

for(int i=0;i<E;i++){

int u,v;cin>>u>>v;

adj[u].push\_back(v);

adj[v].push\_back(u);

}

vector<bool> visited(V+1, 0);

vector<int> path;

path.push\_back(0);

visited[0] = 1;

if (hamiltonianCycle(adj, visited, path, 0,V))

{

int last = path.back();

vector<int>& v = adj[path[0]];

// check if first and last vertex are connected

if (find(v.begin(), v.end(), last) == v.end())

cout << "NO" << endl;

else

{ cout<<"YES"<<endl;

cout << "Hamiltonian Cycle: ";

for (int i : path)

cout << i << " ";

cout << path[0] << endl;

}

}

else

cout << "NO" << endl;

return 0;

}

**Output:**
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**Applications:**

**Network Design**: In designing network connections where each node needs to be visited exactly once. A Hamiltonian Cycle can help ensure that each component is connected exactly once.

**Problem 03: Graph Coloring Problem**

Solution:

**TAG:** DFS, Greedy algorithm.

**COMPLEXITY:**   O(m^n), where n is the number of nodes in the graph.

* Time Complexity : In the worst case, the solve function iterates through m colors, leading to a time complexity of O(m).Recursive calls for each node lead to a branching factor of O(m^n), where n is the number of nodes. Considering both factors, the time complexity of the solve function is O(m^n).
* Space complexity: The adjacency matrix takes O(N^2) space as it represents connections between all pairs of nodes.

To solve the problem, we can use the backtracking approach. We start by assigning the first color to the first vertex. For each of the remaining vertices, we try to assign a color that has not been assigned to any of its neighbors. If we cannot assign a color to a vertex, we backtrack and try a different color for the previous vertex.

**Source Code:**

#include<bits/stdc++.h>

using namespace std;

bool isSafe(int node, vector<int>& color, vector<vector<int>>& adj, int n, int col) {

for (int k = 0; k < n; k++) {

if (k != node && adj[k][node] == 1 && color[k] == col) {

return false;

}

}

return true;

}

bool solve(int node, vector<int>& color, int m, int N, vector<vector<int>>& adj) {

if (node == N) {

return true;

}

for (int i = 0; i < m; i++) {

if (isSafe(node, color, adj, N, i)) {

color[node] = i;

if (solve(node + 1, color, m, N, adj)) return true;

color[node] = -1;

}

}

return false;

}

int main() {

int N, E, m;

cin >> N >> E >> m;

vector<vector<int>> adj(N + 1, vector<int>(N + 1, 0));

for (int i = 0; i < E; i++) {

int u, v;

cin >> u >> v;

adj[u][v] = 1;

adj[v][u] = 1;

}

vector<int> color(N + 1, -1);

if (solve(0, color, m, N, adj)) {

cout << "YES" << endl;

} else {

cout << "NO" << endl;

}

return 0;

}

**Output:**
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**Applications:**

**Spectrum Management:** In scenarios where the available frequency spectrum is limited, such as in crowded urban areas, effective graph coloring algorithms contribute to better spectrum utilization. Regulatory bodies use such techniques for spectrum allocation and management.

**Problem 04: N-Queen Problem**

Solution:

**TAG:** Backtracking.

**COMPLEXITY:**   O(N!), where N is the size of the chessboard.

* **Time Complexity:** The time complexity of the N-Queens problem using backtracking is generally considered to be exponential. In the worst case, the algorithm explores all possible configurations of placing queens on the board. For each cell, the algorithm checks whether placing a queen in that cell is safe by examining the previous rows. The number of recursive calls is on the order of O(N!), where N is the size of the chessboard (number of rows or columns). Hence, the time complexity is O(N!).
* **Space Complexity:** The board vector is a 2D vector of strings representing the chessboard. Its size is N x N. Therefore, the space complexity for the chessboard representation is O(N^2).Result Vector(ans vector):The ans vector stores all the valid arrangements of queens on the chessboard. In the worst case, the number of valid arrangements is O(N!). Each arrangement is a 2D vector of strings.Therefore, the space complexity for the result vector is O(N! \* N^2).

The algorithm uses a recursive approach with backtracking to explore all possible queen placements on the chessboard. It starts by placing queens row by row, ensuring that each placement is safe by checking the current column, and both diagonals. If a safe placement is found, the algorithm proceeds to the next row. If no safe placement is found, it backtracks to the previous row and explores other possibilities.

**Source Code:**

#include<bits/stdc++.h>

using namespace std;

// Function to check if placing a queen at a given position is safe

bool isSafe(int row, int col, vector<string>& board) {

for (int i = 0; i < row; i++) {

// Check the column

if (board[i][col] == '1') {

return false;

}

// Check diagonals

if (col - (row - i) >= 0 && board[i][col - (row - i)] == '1') {

return false;

}

if (col + (row - i) < board.size() && board[i][col + (row - i)] == '1') {

return false;

}

}

return true;

}

// Recursive function to solve the N-Queens problem using backtracking

void solve(int row, vector<string>& board, vector<vector<string>>& ans) {

// If all queens are placed without being threaten, add the current arrangement to the result

if (row == board.size()) {

ans.push\_back(board);

return;

}

// Try placing a queen in each column of the current row

for (int col = 0; col < board.size(); col++) {

if (isSafe(row, col, board)) {

// Place the queen and move on to the next row

board[row][col] = '1';

solve(row + 1, board, ans);

//undo the placement for backtracking

board[row][col] = '0';

}

}

}

// Function to solve the N-Queens problem and return all possible arrangements

vector<vector<string>> solveNQueens(int n) {

vector<vector<string>> ans;

// Initialize an empty chessboard

vector<string> board(n, string(n, '0'));

// Start solving from the first row

solve(0, board, ans);

return ans;

}

int main() {

int n ;

cin>>n; // Set the size of the chessboard and the number of queens

vector<vector<string>> ans = solveNQueens(n);

// Print the result

for (int i = 0; i < ans.size(); i++) {

cout << "Arrangement " << i + 1 << "\n";

for (int j = 0; j < ans[i].size(); j++) {

cout << ans[i][j] << endl;

}

cout << endl;

}

return 0;

}

**Output:**
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**Applications:**

**Robotics**: For robotic path planning, the N-Queens problem can be used to model obstacle avoidance, ensuring that no two components interfere with each other and optimal path selection

**Problem 05: Optimal Polygon Triangulation**

Solution:

**TAG:** Dynamic Programming.

**COMPLEXITY:** O(N^3), where N is the number of vertices in the polygon.

* The time complexity of the algorithm is O(N^3), where N is the number of vertices in the polygon.
* The space complexity of the algorithm is also O(N^2), which is the size of the memorization table.

dist(a, b):  This function calculates the Euclidean distance between two points.

trianglePerimeter(a, b, c): This function calculates the perimeter of a triangle formed by three points.

cost(i, j, coordinates, dp): This recursive function calculates the minimum cost of triangulation for the subpolygon formed by vertices from i to j. It considers all possible cuts between i and j, calculates the cost of the triangle formed by each cut, and recursively calculates the cost of the two resulting subpolygons. The memorization table (dp) is used to store already computed results to avoid redundant calculations.

**Source Code:**

#include <bits/stdc++.h>

using namespace std;

// Function to calculate the distance between two points

double dist(pair<int, int> a, pair<int, int> b) {

return sqrt(pow(a.first - b.first, 2) + pow(a.second - b.second, 2));

}

// Function to calculate the perimeter of a triangle formed by three points

double trianglePerimeter(pair<int, int> a, pair<int, int> b, pair<int, int> c) {

return dist(a, b) + dist(b, c) + dist(c, a);

}

// Function to calculate the minimum cost of triangulation for a subpolygon

double cost(int i, int j, vector<pair<int, int>>& coordinates, vector<vector<double>>& dp) {

if (j - i < 2) {

return 0;

}

if (dp[i][j] != -1) {

return dp[i][j];

}

double min\_cost = 1e9;

for (int k = i + 1; k < j; k++) {

double triangle\_cost = trianglePerimeter(coordinates[i], coordinates[k], coordinates[j]);

double subpolygon\_cost = cost(i, k, coordinates, dp) + cost(k, j, coordinates, dp);

double total\_cost = triangle\_cost + subpolygon\_cost;

min\_cost = min(min\_cost, total\_cost);

}

dp[i][j] = min\_cost;

return min\_cost;

}

int main() {

int N;

cin >> N;

// Function to find the optimal polygon triangulation

vector<pair<int, int>> coordinates(N);

for (int i = 0; i < N; i++) {

cin >> coordinates[i].first >> coordinates[i].second;

}

vector<vector<double>> dp(N, vector<double>(N, -1));

double min\_cost = cost(0, N - 1, coordinates, dp);

cout << "Minimum Cost of Optimal Polygon Triangulation: " << min\_cost << endl;

return 0;

}

**Output:**
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**Applications:**

**Network Design**: In network design, especially in wireless communication, triangulation algorithms can be applied to optimize the placement of network nodes for better coverage and connectivity.

**Artificial Intelligence and Machine Learning**: Geometric algorithms, including polygon triangulation, can be used as part of data preprocessing in machine learning tasks related to spatial data analysis and pattern recognition.

**Problem 06: Optimal Binary search tree**

Solution:

**TAG:** Dynamic programming, Implementation

**COMPLEXITY:** O(N^3), where N is the length of the given input.

* The outer loop runs for each subarray length (len), which takes O(n) time.
* The inner loops iterate over all possible subarrays, taking O(n) time in the worst case.
* Inside the innermost loop, the sum of frequencies is computed, which also takes O(n) time.
* Therefore, the overall time complexity is O(n^3).
* Space complexity O(n^2)
* The dp table has a size of n x n, resulting in O(n^2) space complexity.

First of all, what is a binary tree? Basically every node of a tree has two children that is why it's called a binary tree. Then in the binary search tree there is a searching cost of an element. And that cost depends on the level of that node. If an element in a root node then its searching cost is 0, if it's were level 1 node then the cost would be 1.In the given problem you have some element and the search frequency (number of times you need to search that element). And by that priority we are going to build a binary search tree. And there we are going to use a dynamic programming approach where dp[i][j] will tell us the minimum cost of searching the element from i to j.

**Source Code:**

#include <bits/stdc++.h>

using namespace std;

int main() {

int n;

cin >> n;

int keys[n], freq[n];

for (int i = 0; i < n; i++) {

cin >> keys[i];

}

for (int i = 0; i < n; i++) {

cin >> freq[i];

}

int dp[n][n];

memset(dp, 0, sizeof(dp));

for (int i = 0; i < n; i++) {

dp[i][i] = freq[i];

}

for (int len = 2; len <= n; len++) {

for (int i = 0; i <= n - len; i++) {

int j = i + len - 1;

dp[i][j] = INT\_MAX;

int sum = 0;

for (int k = i; k <= j; k++) {

sum += freq[k];

}

for (int k = i; k <= j; k++) {

int val = sum + (k > i ? dp[i][k - 1] : 0) + (k < j ? dp[k + 1][j] : 0);

dp[i][j] = min(dp[i][j], val);

}

}

}

cout << dp[0][n - 1] << endl;

return 0;

}

**Output:**

**![](data:image/png;base64,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)**

**Applications:**

Utilized in priority queues, data caching, spell checking, and dictionary implementation are a few real-world uses for BTS.

**Problem 07: Johnson’s Algorithm**

Solution:

**TAG:** Greedy Algorithm, DP, Graph

**COMPLEXITY:** O(N^2 log N + N \* E), where N is the number of nodes and E is the number of edges in the graph.

Johnson’s Algorithm is used to find the shortest paths between all pairs of vertices in a given weighted directed graph where weights may be negative as well. The algorithm works by using the Bellman–Ford algorithm to compute a transformation of the input graph that removes all negative weights, allowing Dijkstra’s algorithm to be used on the transformed graph.

**Source Code:**

#include<bits/stdc++.h>

using namespace std;

#define INF INT\_MAX

struct Edge {

int u, v, weight;

};

vector<int> BellmanFord(int V, int src, vector<Edge>& edges) {

vector<int> dist(V, INF);

dist[src] = 0;

for (int i = 0; i < V - 1; i++) {

for (Edge& edge : edges) {

int u = edge.u;

int v = edge.v;

int weight = edge.weight;

if (dist[u] != INF && dist[u] + weight < dist[v]) {

dist[v] = dist[u] + weight;

}

}

}

for (Edge& edge : edges) {

int u = edge.u;

int v = edge.v;

int weight = edge.weight;

if (dist[u] != INF && dist[u] + weight < dist[v]) {

cout << "Negative cycle exists" << endl;

exit(0);

}

}

return dist;

}

void Dijkstra(int V, vector<pair<int, int>> adj[], int src, vector<int>& dist) {

priority\_queue<pair<int, int>, vector<pair<int, int>>, greater<pair<int, int>>> pq;

pq.push({0, src});

dist[src] = 0;

while (!pq.empty()) {

int u = pq.top().second;

pq.pop();

for (auto& i : adj[u]) {

int v = i.first;

int weight = i.second;

if (dist[v] > dist[u] + weight) {

dist[v] = dist[u] + weight;

pq.push({dist[v], v});

}

}

}

}

void Johnson(int V, vector<Edge>& edges) {

vector<Edge> new\_edges;

for (int i = 0; i < V; i++) {

new\_edges.push\_back({V, i, 0});

}

new\_edges.insert(new\_edges.end(), edges.begin(), edges.end());

vector<int> p = BellmanFord(V + 1, V, new\_edges);

vector<pair<int, int>> adj[V];

for (Edge& edge : edges) {

adj[edge.u].push\_back({edge.v, edge.weight + p[edge.u] - p[edge.v]});

}

for (int i = 0; i < V; i++) {

vector<int> dist(V, INF);

Dijkstra(V, adj, i, dist);

for (int j = 0; j < V; j++) {

if (dist[j] != INF) {

dist[j] += p[j] - p[i];

}

}

for (int j = 0; j < V; j++) {

if (dist[j] != INF) {

cout << i <<" " << j << " "<< dist[j] << endl;

}

}

}

}

int main() {

int V,E;

cin>>V>>E;

vector<Edge> edges(E);

for (int i = 0; i < E; i++) {

cin >> edges[i].u >> edges[i].v >> edges[i].weight;

}

Johnson(V, edges);

return 0;

}

**Output:**
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**Applications:**

Johnson's algorithm is one approach that can often be applied to minimize the total elapsed time between the start of a job on the first machine and the completion of a job on another machine. The heuristic algorithm can be implemented in job scheduling.

**Problem 08: Sequence Alignment Problem**

Solution:

**TAG:** Dynamic Programming

**COMPLEXITY:** O(mn), where m and n are the lengths of the two strings.

* The space complexity of the algorithm is also O(mn), which is the size of the matrix.

The Sequence Alignment Problem is solved using Dynamic Programming. We can create a matrix of size (m+1) x (n+1), where m and n are the lengths of the two strings. We can then fill in the matrix using the following recurrence relation:

1. If i = 0 or j = 0, then dp[i][j] = i \* p\_gap + j \* p\_gap
2. Otherwise, dp[i][j] = min(dp[i-1][j-1] + p\_xy, dp[i-1][j] + p\_gap, dp[i][j-1] + p\_gap)

The minimum penalty will be stored in dp[m][n]. We can then backtrack through the matrix to find the aligned strings.

**Source Code:**

#include<bits/stdc++.h>

using namespace std;

vector<vector<int>> dp(1000+1, vector<int>(1000+1, 0));

pair<string, string> sequence\_alignment(string X, string Y, int p\_gap, int p\_xy) {

int m = X.size();

int n = Y.size();

// Initialize the first row and column of the matrix

for(int i=0; i<=m; i++) {

for(int j=0; j<=n; j++) {

if(i == 0) dp[i][j] = j \* p\_gap;

else if(j == 0) dp[i][j] = i \* p\_gap;

else if(X[i-1] == Y[j-1]) dp[i][j] = dp[i-1][j-1];

else dp[i][j] = min({dp[i-1][j-1] + p\_xy, dp[i-1][j] + p\_gap, dp[i][j-1] + p\_gap});

}

}

// Backtrack through the matrix to find the aligned strings

string align\_X = "", align\_Y = "";

int i = m, j = n;

while(i > 0 && j > 0) {

if(X[i-1] == Y[j-1]) {

align\_X = X[i-1] + align\_X;

align\_Y = Y[j-1] + align\_Y;

i--; j--;

} else if(dp[i][j] == dp[i-1][j-1] + p\_xy) {

align\_X = X[i-1] + align\_X;

align\_Y = Y[j-1] + align\_Y;

i--; j--;

} else if(dp[i][j] == dp[i-1][j] + p\_gap) {

align\_X = X[i-1] + align\_X;

align\_Y = "\_" + align\_Y;

i--;

} else {

align\_X = "\_" + align\_X;

align\_Y = Y[j-1] + align\_Y;

j--;

}

}

while(i > 0) {

align\_X = X[i-1] + align\_X;

align\_Y = "\_" + align\_Y;

i--;

}

while(j > 0) {

align\_X = "\_" + align\_X;

align\_Y = Y[j-1] + align\_Y;

j--;

}

return {align\_X, align\_Y};

}

int main() {

string X,Y ;

cin>>X>>Y;

int p\_gap, p\_xy;

cin>>p\_gap>>p\_xy;

pair<string, string> result = sequence\_alignment(X, Y, p\_gap, p\_xy);

// Output the result

cout << "Minimum penalty aligning two problem is: " << dp[X.size()][Y.size()] << endl;

cout << "Aligned as: " << endl;

cout << result.first << endl;

cout << result.second << endl;

return 0;

}

**Output:**
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**Applications:**

Sequence alignments are useful in bioinformatics for identifying sequence similarity, producing phylogenetic trees, and developing homology models of protein structures.

**Problem 09: Clique Problem**

Solution:

**TAG:** Greedy

**COMPLEXITY:** O(V+E\*k), Assuming clique size=K, Number of vertex =V, Number of edge=E.

* The worst-case time complexity is exponential due to the recursive exploration of all possible subsets of vertices.
* The Bron–Kerbosch algorithm has a time complexity of O(3^(n/3)), where n is the number of vertices. In practice, it may perform better on sparse graphs.
* Each recursive call involves a loop through the candidate set, and in the worst case, the recursion tree has an exponential number of nodes.
* The space complexity is O(n), where n is the number of vertices, due to the space required for storing the graph and the recursive call stack.

To solve this problem, in our algorithm, we have calculated degrees of all the nodes and kept in array. The main logic is we will check all the vertices having degree equal or greater than to clique\_size. After finding the vertex we will check if the following vertices form a subgraph or not. We took three parameters in clique function which are start, value, clique size. Here start parameter represents the starting node from which we will start iterating, value represents the number of nodes are in the keep array and third parameter is represents the size of the click we want to find. Then we will start checking from the starting node if the degree is greater or equal to clique\_size - 1. If condition satisfies, we store the node in keep array. After storing the nodes we check if those nodes form a clique or not. If those make a clique then we check the size of clique is equal clique\_size or not. If it forms a clique and the number of vertices in the store is equal to the required size of the clique then we store the clique in a vector caller store\_clique. If it doesn’t form a clique and the number of elements in the store array is less than clique\_size, then we call the function clique recursively and increase the number of elements in the store.

**Source Code:**

#include<bits/stdc++.h>

using namespace std;

void extend(vector<vector<int>>& cliques, vector<int>& R, vector<int>& P, vector<int>& X, const vector<vector<int>>& graph, int size) {

if (P.empty() && X.empty() && R.size() == size) {

cliques.push\_back(R);

return;

}

while (!P.empty()) {

int v = P.back();

P.pop\_back();

R.push\_back(v);

vector<int> P\_new, X\_new;

for (int u : P)

if (graph[v][u])

P\_new.push\_back(u);

for (int u : X)

if (graph[v][u])

X\_new.push\_back(u);

extend(cliques, R, P\_new, X\_new, graph, size);

R.pop\_back();

X.push\_back(v);

}

}

int main() {

int N, E, K;

cin >> N >> E;

vector<vector<int>> graph(N, vector<int>(N, 0));

for (int i = 0; i < E; i++) {

int u, v;

cin >> u >> v;

graph[u][v] = graph[v][u] = 1;

}

cin >> K;

vector<vector<int>> cliques;

vector<int> R, P(N), X;

for (int i = 0; i < N; i++)

P[i] = i;

extend(cliques, R, P, X, graph, K);

for (auto& clique : cliques) {

sort(clique.begin(), clique.end());

for (int v : clique)

cout << v << ' ';

cout << '\n';

}

return 0;

}

**Output:**
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**Applications:**

The maximum clique problem (MCP) is an important combinatorial optimization problem with a wide range of practical applications in numerous fields, including information retrieval, signal transmission analysis, classification theory, economics, scheduling, and biomedical engineering.

**Problem 10: Strongly Connected Graph (SCC) to Direct Acyclic Graph (DAG)**

Solution:

**TAG:** DFS

**COMPLEXITY:**  O(N + E), where N is the number of nodes and E is the number of edges in the graph.

* The time complexity of the algorithm is O(N + E), where N is the number of nodes and E is the number of edges in the graph.
* The space complexity of the algorithm is also O(N + E), which is the size of the graph.

The problem requires finding the strongly connected components (SCC) of a directed graph and constructing the directed acyclic graph (DAG) found from this given graph. To solve this problem, we can use Kosaraju’s algorithm. The algorithm consists of two phases:

1. In the first phase, we perform a depth-first search (DFS) on the graph and store the vertices in the order in which they finish.
2. In the second phase, we perform another DFS on the transpose of the graph (i.e., the graph with all edges reversed) in the order given by the first phase. Each tree in the DFS forest of the second phase corresponds to a strongly connected component.

**Source Code:**

#include <bits/stdc++.h>

using namespace std;

// Function to perform depth-first search

void dfs(int node, vector<int>& vis, vector<int>& store, vector<vector<int>>& adj) {

vis[node] = 1;

for(auto& i : adj[node]) {

if(!vis[i]) {

dfs(i, vis, store, adj);

}

}

store.push\_back(node);

}

int main() {

int n, e;

cin >> n >> e;

// Create adjacency lists for the graph and its transpose

vector<vector<int>> adj(n+1), tadj(n+1);

// Read the edges

for(int i = 0; i < e; i++) {

int u, v;

cin >> u >> v;

adj[u].push\_back(v);

tadj[v].push\_back(u); // Transpose of the graph

}

vector<int> vis(n+1, 0), order, SCC;

// Perform DFS on the original graph to get the vertices in topological order

for(int i = 1; i <= n; i++) {

if(!vis[i]) {

dfs(i, vis, order, adj);

}

}

// Reset the visited array for the second DFS

vis.assign(n+1, 0);

// Perform DFS on the transposed graph in the order given by the first DFS

reverse(order.begin(), order.end());

int k=1;

for(auto& node : order) {

if(!vis[node]) {

SCC.clear();

dfs(node, vis, SCC, tadj);

cout<<k<<" : ";

for(auto& vertex : SCC) {

cout << vertex << " ";

}

cout << "\n";

k++;

}

}

return 0;

}

**Output:**
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**Applications:**

In project management, tasks are often represented as nodes in a graph, and dependencies between tasks are modeled as edges. The tasks have precedence relationships, and creating a Directed Acyclic Graph (DAG) from a Strongly Connected Graph (SCG) can be beneficial.

**Problem 11: Multiple Shortest Path Printing**

Solution:

**TAG:** DFS, SHORTEST PATH

**COMPLEXITY:** O(E log V), where E is the number of edges and V is the number of vertices in the graph.

* The time complexity of the algorithm is O(E log V), where E is the number of edges and V is the number of vertices in the graph. The space complexity of the algorithm is O(V log V), which is the size of the priority queue.

This problem can be solved using a modified version of Dijkstra’s algorithm. In the algorithm of Dijkstra, we use D[v] to denote a node’s distance from the source. Here, we can use a two-dimensional array to solve this problem (D[v][p]), where the array will hold the shortest distance of v from the source in path number p. In a similar fashion, we can also save multiple paths’ parent nodes information.

**Source Code:**

#include<bits/stdc++.h>

using namespace std;

#define MAX 100005

#define INF 1e9

vector<pair<int,int>> adj[MAX];

int n,m,s,t;

int dist[MAX],cnt[MAX];

bool vis[MAX];

vector<int> path[MAX];

void dijkstra(){

priority\_queue<pair<int,int>,vector<pair<int,int>>,greater<pair<int,int>>> pq;

pq.push({0,s});

dist[s]=0;

cnt[s]=1;

while(!pq.empty()){

int u=pq.top().second;

pq.pop();

if(vis[u]) continue;

vis[u]=true;

for(auto v:adj[u]){

if(dist[v.first]>dist[u]+v.second){

dist[v.first]=dist[u]+v.second;

cnt[v.first]=cnt[u];

pq.push({dist[v.first],v.first});

path[v.first].clear();

path[v.first].push\_back(u);

}

else if(dist[v.first]==dist[u]+v.second){

cnt[v.first]+=cnt[u];

path[v.first].push\_back(u);

}

}

}

}

int main(){

cin>>n>>m;

for(int i=1;i<=m;i++){

int u,v,w;

cin>>u>>v>>w;

adj[u].push\_back({v,w});

}

cin>>s>>t;

memset(dist,0x3f,sizeof(dist));

dijkstra();

// Output the minimum distance

cout<<"The minimum distance between "<<s<<" and "<<t<<" is "<<dist[t]<<endl;

// Output the number of shortest paths

cout<<"The number of shortest paths between "<<s<<" and "<<t<<" is "<<cnt[t]<<endl;

// Output the intermediate nodes

cout<<"The intermediate nodes to reach "<<t<<" from "<<s<<" are: ";

queue<vector<int>> q;

q.push({t});

while(!q.empty()){

vector<int> cur=q.front();

q.pop();

int last=cur[0];

if(last==s){

for(int i=cur.size()-1;i>=0;i--){

cout<<cur[i]<<" ";

}

cout<<endl;

}

else{

for(auto i:path[last]){

vector<int> tmp=cur;

tmp.insert(tmp.begin(),i);

q.push(tmp);

}

}

}

return 0;

}

**Output:**
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**Applications:**

In GPS navigation, multiple shortest path printing is useful when providing alternative routes to a destination. Users can be presented with different routes based on factors like traffic conditions, road closures, or user preferences.

**Problem 12: Maximum Sum Interval**

Solution:

**TAG:** GREEDY

**COMPLEXITY:** O(n) or linear.

* Time Complexity O(n).
* The algorithm iterates through each element of the array exactly once, performing constant-time operations at each step.
* The time complexity is linear with respect to the size of the input array.
* The algorithm uses a constant amount of additional space, regardless of the size of the input array.
* The space complexity is constant.

This is a pretty straightforward solution. First of all we will have a sum variable and we will calculate the sum of adjacent elements whenever we get a negative sum we will update our sum variable with 0 because if we don't get a positive sum we will not take any elements from the given array. And this algorithm is called KADANE'S algorithm.

**Source Code:**

#include <bits/stdc++.h>

using namespace std;

int main()

{

int n;

cin>>n;

vector<int> a(n);

for(int i=0; i<n; i++)

{

cin>>a[i];

}

long long cur = 0, ans = 0, min=0;

for(int i=0; i<n; i++)

{

cur += a[i];

cur = max(cur, min);

ans = max(ans, cur);

}

cout<<ans<<"\n";

return 0;

}

**Output:**
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**Applications:**

The real-life application of Maximum Sum Interval, which involves finding the interval with the maximum sum in a sequence, is frequently encountered in Finance and Stock Market Analysis.

In finance, the maximum sum interval is used to identify the most profitable time periods for buying and selling stocks.

Traders and investors analyze historical stock prices to find intervals with the maximum cumulative returns.

This information helps in making informed decisions about when to enter or exit the market to maximize profits or minimize losses.

**Problem 13: Matrix Chain Multiplication**

Solution:

**TAG:** DP

**COMPLEXITY:** O(n^3), where n is the number of matrices in the sequence.

* The Time Complexity: O(n^3)
* The dominant factor is the triple nested loop in the matrixChainOrder function, where the outer loop runs for each length of the subchain, and the inner loops iterate over the subchain and the split point.
* The overall time complexity is cubic in terms of the number of matrices (n).
* Space Complexity: O(n^2)
* The space complexity is determined by the matrices m and s, both of size n x n
* It is quadratic in terms of the number of matrices (n).

The algorithm used to solve the Matrix Chain Multiplication problem is Dynamic Programming (DP). The following steps are mentioned below:

1. Create a table m[][] to store the minimum number of multiplications needed to compute the matrix chain product. The table should be filled in a manner similar to the memorized recursive approach.
2. Create a table s[][] to store the index of the matrix after which the split is made.
3. Print the association order of how the matrix is multiplied, e.g, ((AB)C), (A(BC)), etc.

**Source Code:**

#include <bits/stdc++.h>

using namespace std;

void printParenthesis(int i, int j, int n, int\* s, char& name)

{

if (i == j) {

cout << name++;

return;

}

cout << "(";

printParenthesis(i, \*((s + i \* n) + j), n, s, name);

printParenthesis(\*((s + i \* n) + j) + 1, j, n, s, name);

cout << ")";

}

void matrixChainOrder(int p[], int n)

{

int m[n][n];

int s[n][n];

for (int i = 1; i < n; i++)

m[i][i] = 0;

for (int L = 2; L < n; L++) {

for (int i = 1; i < n - L + 1; i++) {

int j = i + L - 1;

m[i][j] = INT\_MAX;

for (int k = i; k <= j - 1; k++) {

int q = m[i][k] + m[k + 1][j]

+ p[i - 1] \* p[k] \* p[j];

if (q < m[i][j]) {

m[i][j] = q;

s[i][j] = k;

}

}

}

}

char name = 'A';

cout << "The optimal parenthesization is : ";

printParenthesis(1, n - 1, n, (int\*)s, name);

cout << "\nMinimum number of multiplications is : " << m[1][n - 1];

}

int main()

{

int n;

cin>>n;

int arr[n];

for(int i=0;i<n;i++)cin>>arr[i];

matrixChainOrder(arr, n);

return 0;

}

**Output:**
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**Applications:**

Matrix multiplication has numerous real-time applications across various fields. Some of the key applications include: Computer Graphics: In computer graphics, matrices are used to represent transformations like rotation, translation, scaling, and shearing

**Problem 14: Articulation Point and Bridges**

Solution:

**TAG:** DFS, Implementation

**COMPLEXITY:** O(E+N) here E is the number of edges and N is the number of nodes.

* The time complexity is O(N + E), where V is the number of vertices, and E is the number of edges. This complexity arises from the DFS traversal and the linear-time checks for articulation points and bridges.
* The space complexity is O(N + E), primarily due to the adjacency list representation of the graph (O(N+ E)) and additional arrays (O(N)) used during DFS.

In this problem we are not given a source node. But we are gonna assume node 1 is a source node here. By taking 1 as a source node we are gonna run a dfs from node 1 now if we are going to visit some node y from some node x. Then if the node y is not previously and its depth is greater than the node x. Then we can say node x is an articulation point. Because any child of x is not connected with any child of y.

**Source Code:**

#include<bits/stdc++.h>

using namespace std;

void dfs(int u, int p, vector<int>& disc, vector<int>& low, vector<int>& ap, vector<array<int, 2>>& br, vector<vector<int>>& adj, int& Time) {

    int children = 0;

    low[u] = disc[u] = ++Time;

    for (auto v : adj[u]) {

        if (v == p) continue;

        if (!disc[v]) {

            children++;

            dfs(v, u, disc, low, ap, br, adj, Time);

            if(disc[u] < low[v]) br.push\_back({u, v});

            if (disc[u] <= low[v]) ap[u] = 1;

            low[u] = min(low[u], low[v]);

        }

        else low[u] = min(low[u], disc[v]);

    }

    if(p == u && children > 1) ap[u] = 1;

}

int main() {

    int n, e;

    cin >> n >> e;

    vector<vector<int>> adj(n+1);

    for(int i = 1; i <= e; i++) {

        int u, v;

        cin >> u >> v;

        adj[u].push\_back(v);

        adj[v].push\_back(u);

    }

    vector<int> disc(n+1, 0), ap(n+1, 0), low(n+1, INT\_MAX);

    vector<array<int, 2>> br;

    int Time = 0;

    for (int u = 1; u <= n; u++)

        if (!disc[u])

            dfs(u, u, disc, low, ap, br, adj, Time);

    cout << accumulate(ap.begin(), ap.end(), 0ll) << "\n";

    cout << br.size() << "\n";

    return 0;

}

**Output:**

![](data:image/png;base64,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)

**Applications:**

Real life application of Articulation Points:

In a communication network, such as the internet, an articulation point represents a critical node whose removal can disrupt the entire network. Identifying articulation points is crucial for designing resilient and fault-tolerant networks. For example, in a telecommunications network, an articulation point could be a central hub or a key server. Recognizing and strengthening these points ensures the network's robustness.

Real life application of Bridges:

Bridges in a network are edges whose removal can potentially disconnect the network. In the context of computer networks, bridges might represent crucial communication links. Recognizing and securing these bridges helps prevent network breakdowns and ensures reliable communication pathways.

**Problem 15: Closest Pair of Points**

Solution:

**TAG:** BRUTEFORCE

**COMPLEXITY:**  O(n log n)

* Time Complexity: Sorting the points initially: O(n \* log(n)), where n is the number of points. Sorting the strip: O(n \* log(n)).Calculating distances in the strip: O(n).
* The recursive calls use O(log(n)) stack space, the strip vector requires O(n) space, and the points vector requires O(n) space. Therefore, the overall space complexity is O(n).

To solve the Closest Pair of Points problem using a divide and conquer algorithm, you can implement the following C++ code based on the concept of the "Closest Pair of Points" algorithm.

**Source Code:**

#include<bits/stdc++.h>

using namespace std;

#define MAX 100005

#define INF 1e9

vector<pair<int,int>> points;

int n;

struct Compare {

bool operator()(pair<int,int> a, pair<int,int> b) {

return a.second < b.second;

}

};

float dist(pair<int,int> p1, pair<int,int> p2) {

return sqrt((p1.first - p2.first)\*(p1.first - p2.first) + (p1.second - p2.second)\*(p1.second - p2.second));

}

float min\_dp (int l, int r) {

float min\_dist = FLT\_MAX;

for (int i = l; i <= r; ++i)

for (int j = i+1; j <= r; ++j)

min\_dist = min(min\_dist, dist(points[i], points[j]));

return min\_dist;

}

float closestUtil (int l, int r) {

if (r-l+1 <= 3)

return min\_dp(l, r);

int mid = (l+r)/2;

float dl = closestUtil(l, mid);

float dr = closestUtil(mid+1, r);

float d = min(dl, dr);

vector<pair<int,int>> strip;

for (int i = l; i <= r; ++i){

if (abs(points[i].first - points[mid].first) < d)

strip.push\_back(points[i]);

}

//sort(strip.begin(), strip.end(), { return a.second < b.second;});

sort(strip.begin(), strip.end(), Compare());

float min\_strip = d;

for (int i = 0; i < strip.size(); ++i)

for (int j = i+1; j < strip.size() && (strip[j].second - strip[i].second) < min\_strip; ++j)

min\_strip = min(min\_strip, dist(strip[i], strip[j]));

return min(d, min\_strip);

}

float closestPair () {

sort(points.begin(), points.end());

return closestUtil(0, n-1);

}

int main(){

cin>>n;

for(int i=0;i<n;i++){

int x,y;

cin>>x>>y;

points.push\_back({x,y});

}

cout<<"The smallest distance found between any pair of points in the given array is "<<closestPair()<<endl;

return 0;

}

**Output:**
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**Applications:**

In robotics and autonomous vehicle navigation, the Closest Pair of Points algorithm is applied to identify obstacles or objects in close proximity. This information helps robots and vehicles make real-time decisions to navigate safely and avoid collisions. For instance, in self-driving cars, identifying the closest pair of points can aid in adjusting the vehicle's path to avoid potential obstacles and ensure a smooth and secure journey.

**Problem 16: LCS(Longest Common Subsequences)**

Solution:

**TAG:** Dynamic Programming, Implementation

**COMPLEXITY:** O(N\*M) Where N is the length of the first string and M is the second string.

* The time complexity  is O(n \* m), where n is the length of string ‘a’  and m is the length of string ‘b’. This is because the code uses a nested loop that iterates through each pair of indices (i, j) in the strings, and the maximum number of iterations is proportional to the product of the lengths of the two strings.
* The space complexity is  O(n \* m) due to the creation of a 2D vector dp of size (n+1) x (m+1).

We are gonna use a tabulation form of dynamic programming approach.It's again a dynamic programming solution, so what is the state of our approach? The state is dp[i][j]. Where dp[i][j] will tell us from 0 to i of the first string and 0 to j of second string maximum length of common subsequences. For that such operation complexity will be O(N\*M).

**Source Code:**

#include<bits/stdc++.h>

using namespace std;

string s1,s2;

vector<vector<int>>DP(41, vector<int>(41, -1));

string lcs(int n, int m)

{

for (int j = 0; j <= m; j++)

{

DP[0][j] = 0;

}

for (int i = 0; i <= n; i++)

{

DP[i][0] = 0;

}

for(int i=1;i<=n;i++)

{

for(int j=1;j<=m;j++)

{

if(s1[i-1] == s2[j-1])

{

DP[i][j] = 1+DP[i-1][j-1];

}

else

{

DP[i][j] = max(DP[i-1][j], DP[i][j-1]);

}

}

}

int len = DP[n][m];

string ans = "";

for(int i=0; i<len; i++)

{

ans+='@';

}

int i=n, j=m;

int index = len-1;

while(i>0 && j>0)

{

if(s1[i-1] == s2[j-1])

{

ans[index] = s1[i-1];

index--;

i--;

j--;

}

else if(DP[i-1][j] > DP[i][j-1])

{

i--;

}

else

{

j--;

}

}

return ans;

}

int main()

{

cin>>s1>>s2;

int n = s1.size();

int m = s2.size();

string s = lcs(n,m);

cout<<s.size()<<endl;

cout<<s<<endl;

return 0;

}

**Output:**
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![](data:image/png;base64,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)

**Applications:**

In genomics, identifying the lexicographically smallest LCS is applied to analyze DNA sequences. The LCS helps researchers understand shared genetic information among different species or individuals. Finding the lexicographically smallest LCS is crucial for identifying the most conserved genetic elements, aiding in evolutionary studies and medical research related to genetic similarities and differences.